DevOps, Continuous Integration and Continuous Deployment Methods for Software Deployment Automation
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Abstract - In the fast-paced landscape of software development, the need for efficient, reliable, and rapid deployment processes has become paramount. Manual deployment processes often lead to inefficiencies, errors, and delays, impacting the overall agility and reliability of software delivery. DevOps, as a cultural and collaborative approach, plays a central role in orchestrating the synergy between development and operations teams, fostering a shared responsibility for the entire software delivery lifecycle. Continuous Integration is a fundamental DevOps practice that involves regularly integrating code changes into a shared repository, triggering automated builds and tests. Continuous Deployment complements Continuous Integration by automating the release and deployment of validated code changes into production environments. The purpose of this research is to create a software deployment automation system to make it easier and reliable for organizations to deploy software. In conclusion, the results of this research show that by adopting DevOps, Continuous Integration, and Continuous Deployment, organizations can achieve enhanced collaboration, shortened release cycles, increased deployment frequency, consistent deployment, and improved overall software quality.
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I. INTRODUCTION

PT EOA Teknologi Internasional with the branding name EOA Tech is an entity of the EOA Group whose business is mostly as a gold producer with the gold brand issued being EOA Gold. EOA itself is an abbreviation of Emas Optimasi Abadi. PT EOA Teknologi Internasional was founded in July 2020 as a software development company engaged in software development or Independent Software Vendor (ISV). PT EOA Teknologi Internasional has been heavily involved in helping clients solve problems with software creation solutions and providing services for hosting these applications on the company's servers. For cloud service providers, companies use services from Alibaba Cloud.

With the increasingly rapid development of software development and business demands that require feature releases and software improvements to be carried out quickly accompanied by increasing frequency, consistent and automated methods for software integration and deployment are needed to minimize human error. To support this, at the organizational level, the Product Development and Operation divisions at PT EOA Teknologi Internasional are required to work together and be able to coordinate and collaborate effectively. However, work bottlenecks often occur, communication problems and a lack of synergy between the Product Development and Operations divisions which cause feature releases and software improvements to be hampered and take longer. There are other problems during deployment, namely inconsistent deployment results between the development environment, staging environment and production environments, in the development environment all features work well and have been checked by Quality Assurance, but when deployed to the production environment the results of testing in the development environment which show all features are running well are often different when deployed in the production environment, there are several features that do not work well in the production environment, this causes inconsistencies in software deployment. Another problem that causes delays in software release or deployment is that making changes to deployed software will often require both testing and planning, as well as coordination between the different involved departments [1], the deployment process carried out by the Operations division is required to be processed by the relevant team manually, it is indeed a time consuming task to develop, assure quality of and it is not desirable to add even more costly overhead to this process [2]. Apart from that, there are cases where the software deployment process must be carried out at night so it will not cause disturbance of applications that are running and used by users during the day or during working hours. Because software deployment requires intervention from the Operations division, the Product Development division often had difficulties when
deploying software at night due to the availability of the Operations division.

DevOps combines a number of approaches that bring together developers and operations staff to create software and services rapidly, reliably, and of higher quality [3]. Based on this background, the research objective is to apply DevOps, Continuous Integration and Continuous Deployment methods to automate software deployment, make it easier for companies to deploy software, avoid work bottlenecks between the Product Development and Operations divisions and minimize human error.

II. RESEARCH METHODOLOGY
2.1. Software Development Life Cycle (SDLC)

The systems development life cycle (SDLC) is a methodology for designing, building, developing and maintaining information and process systems [4]. By applying existing SDLC rules, you can provide an understanding of how an Information System (IS) can support business needs, design and build a system according to user needs [5]. The SDLC project is a directive project, namely organized and planned. SDLC project standards require release phases and in each phase there will be a build and deploy process. The deploy stage indicates that code development is complete. Then the code will be built and deployed in the Testing environment. If a bug appears in the Testing environment, the code must be fixed and then rebuilt and used in the Pre-production or Production environment.

Agile methodologies are the standard practices for modern-day industries, Agile software development has a big focus on collaboration and the self-organizing team [6]. Topics that are the center of attention of Agile include its ability to reduce costs, increase speed and quality, and provide motivation to empower employees to support the development and success of a company. Scrum is the most popular of the Agile frameworks [7]. In the Scrum framework there are Sprints and teams that will work in them. After the Sprint is complete, the Demo is complete and the Definition of Done (DoD) is met according to the user story, then each team will integrate their code and build for use in a staging or test environment. Configuration management tools will be used to integrate the code. This is where the real problem arises. Fixing this issue will take a lot of time and cause the release time to be off schedule. Problems in the build and deploy phases are very common and occur frequently in Agile work environments. This also happens in application development at PT EOA Teknologi Internasional. DevOps is expected to be a solution to this.

2.2. DevOps

DevOps (development and operations) is a conceptual study of the development and delivery of software to infrastructure by taking a collaborative and integrative approach between developers (Dev) and software operations (Ops) [8]. DevOps is an organizational approach with the aim of creating collaboration, interaction and empathy across functions and divisions [9]. The adoption of DevOps is one example of a step to strengthen collaboration between IT teams, which is very much needed in software development and maintenance [10].

The DevOps method is proven to be able to reduce several development stages that existed in the old method [11]. DevOps is able to shorten the time between software development and operation without reducing the quality of the software itself [12]. DevOps reduces the gap between the development team, operations team and application users allowing to detect problems early. DevOps adoption can implement continuous development and more frequent application releases to users [13]. Not only that, DevOps also changes software engineering processes and practices to be faster which also increases the reliability, stability, resilience and security of the production environment [14].

2.3. Continuous Integration (CI)

Continuous Integration (CI) [15] is a method in software development, where code from each developer is combined and built periodically to detect errors as early as possible. In general, the stages in a CI system are as follows (triggered by push or commit commands):

1. Integrated
   This is the stage where each developer integrates the codes or results of their work.

2. Compiled
   Code is compiled into packages or executables

3. Tested
   Test executables manually or automatically

4. Archived
   Archive executable files, test results, and logs during the process.

5. Deployed
   Install or share build results.
2.4. Continuous Deployment (CD)

[16] Continuous Deployment (CD) is a software release process that uses automated testing to validate whether changes to the code base are correct and stable for immediate autonomous deployment to a production environment.

The difference between continuous deployment and continuous delivery can be confusing due to the nomenclature. Both are abbreviated as CD and have very similar responsibilities. Delivery is the beginning of deployment. In delivery, there is a final manual approval step before production release.

In the delivery stage, developers will review and merge code changes which are then packaged into artifacts. This package is then moved to the production environment where it awaits approval to be opened for deployment. In the deployment phase, packages are opened and reviewed with an automated inspection system. If the check fails the package is rejected. When the checks pass, the package is automatically deployed to production.

Continuous Deployment can be a powerful tool for modern organizations. Deployment is the final step in the entire continuous pipeline consisting of integration, delivery and deployment. The true experience of continuous deployment is automation to the level where code is deployed to production, tested, and automatically reverted when there are errors, or accepted if there are no errors.

2.5. Docker Container

[17] A Docker container image is a lightweight, standalone, executable package of software that includes everything needed to run an application (code, runtime, system tools, system libraries and settings).

Containers separate software from its surroundings, for example the difference between development and staging, and are also a solution to conflicts between teams using different software on the same infrastructure.

2.6. Docker Swarm

Docker Swarm is an orchestration tool developed by Docker itself. Docker Swarm clusters allow one to add an unlimited number of nodes, and Docker allows one to run unlimited containers on nodes, this provides full-scale testing that is close to real conditions [18].

Docker Swarm provides clustering and an orchestration mechanism and thus can deploy several containers across different host machines. Docker Swarm also provides a fault tolerance mechanism not only by detecting failed containers on a host machine, but also redeploying the same container on another host machine [19].

2.7. Gitlab

Gitlab is a web-based Git, repository manager with a wiki, issue tracker and CI/CD pipeline. Gitlab uses an open source license developed by Gitlab Inc. In the release of Gitlab 10.0, Gitlab took a big step beyond just code management, but expanded into deployment and monitoring. Gitlab organizes and modifies people's permissions according to their roles and can provide issue tracking access without granting permissions to large pieces of code, which is great for teams and large companies with role-based contributions. Gitlab supports CI for free and is very useful for teams, besides that Gitlab also supports CI/CD automatically without human intervention [20].

III. RESULTS AND DISCUSSION

The software deployment automation system for the Product Development division and Operation division of PT EOA Teknologi Internasional consists of Gitlab as version control for developers to store source code, Continuous Integration (CI) Server and Continuous Deployment (CD) Server using the infrastructure provided by Gitlab, then Container Registry as a place to accommodate the Docker Image output from the Continuous Integration (CI) Server using services from Alibaba Cloud, and Elastic Compute Service (ECS) is the destination server for Continuous Deployment (CD). The server carries out software deployment after pulling the Docker Image from the Container Registry. Continuous Integration (CI) Server and Continuous Deployment (CD) Server when carrying out the integration or deployment process will provide output in the form of a running process log which can be seen on the account dashboard on the Gitlab site and provide notification via email if the Continuous Integration process or Continuous Deployment process has failed.
Before the software deployment automation process can be carried out, the ECS for the software deployment destination must have Docker Engine and Docker Swarm installed, as well as the reverse proxy which in this study uses Traefik, must be configured and ready to use.

The entire Continuous Integration and Continuous Deployment process refers to scripts that have been prepared by the Operations division and have been submitted to the repository on Gitlab or version control. These scripts are in the form of .gitlab-ci.yml to manage the Continuous Integration and Continuous Deployment flow on the Gitlab CI/CD infrastructure. Dockerfile, stack.yml, and other supporting scripts required by the programming language in each application or repository.

The prototype of this software deployment automation system was built using the YAML (Yet Another Markup Language) programming language which is usually used to write configuration files. YAML is a popular programming language because it is human-readable and easy to understand. Meanwhile, the application used for software deployment automation testing uses the PHP programming language and the Laravel framework, because PHP and Laravel are popular programming languages and frameworks, that are widely used by developers.

The display and snippet of the script from the software deployment automation system are as follows:

1. **Software Deployment Automation System Prototype File Structure**
   The following is the file structure of the software deployment automation system used to deploy software in the PHP programming language using the Laravel framework.

2. **Submit Code using Git CLI (Command Line Interface)**
   In the following submit code, there are several commands that are executed on the macOS terminal, namely looking at what branches are available in the repository, then pushing it to the selected branch.
3. CI/CD Variable in Gitlab

In the following Gitlab CI/CD variable, these are variables that will be used in the software deployment automation process. The contents of these variables cannot be seen by developers or can only be seen by developers who have maintainer access or highest access to the repository. With this, system confidentiality is maintained even though many developers leave the repository due to resigning or moving to other projects.

![CI/CD Variable in Gitlab](image)

4. Runner View of the Continuous Integration Process

The following is the runner display when the continuous integration process is running. Gitlab provides real time logs regarding the running process, and if a failure occurs, the relevant developer will automatically receive a notification email.

![Runner View in Continuous Integration Process](image)

5. Runner View in Continuous Deployment Process

The following is a runner display when the continuous deployment process is running. Gitlab provides real time logs regarding the running process, and if a failure occurs, the relevant developer will automatically receive a notification email.

![Runner View in Continuous Deployment Process](image)

6. Application Display After Successful Deployment Process

The following is the appearance of the application in a web browser, which is used for testing the software deployment automation system after successful software deployment. This application can be accessed by users using a web browser.

![Application Display After Successful Deployment Process](image)

7. Snippet of .gitlab-ci.yml Script

The following is a snippet from the .gitlab-ci.yml script, to set up Continuous Integration and Continuous Deployment flows on Gitlab CI/CD infrastructure.

![Snippet of .gitlab-ci.yml Script](image)
8. Snippet of Dockerfile Script
   The following is a snippet from the Dockerfile script, as a basic for building the output in the form of a Docker Image.

   ![Dockerfile Snippet]

9. Snippet of stack.yml Script
   The following is a snippet from the stack.yml script, as a basic for configuring a reverse proxy so that applications that have been deployed can be accessed by users. This script also arranges for copying environment files which contain secrets related to database access or other secrets for the application which is deployed. This script also regulates which Docker Image must be pulled for use in the software deployment process.

   Figure 13 Snippet of stack.yml Script
IV. CONCLUSION

Software deployment that has been carried out using a software deployment automation system makes the results of software deployment in the development environment, staging environment and production environment consistent.

Because the software deployment process has been automated, there is no longer a work bottleneck in the Operations division because the software deployment process no longer requires human intervention after the software deployment automation system is configured at the start of creating the repository/project.

By building a software deployment automation system, human errors caused by the software deployment process being carried out manually can be minimized.

With the software deployment automation system, the software deployment process can be carried out at any time by the Product Development division, without having to ask the Operations division to stand by and intervene. This leads to shortened release cycle, increased deployment frequency thus improve software quality.

Suggestions from the author for the development of this system in the future:
1. In the future, this software deployment automation system can be developed using Kubernetes container orchestration with auto scaling.
2. Implement system monitoring using Grafana, Prometheus and other supporting applications.
3. This software deployment automation system can be developed to create a High Availability System.
4. There needs to be good cooperation between the Product Development division and the Operations division regarding the use of DevOps, Continuous Integration and Continuous Deployment methods.
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